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The OSGi specification describes a small layer that allows multiple Java based components to efficiently coop-
erate in a single Java Virtual Machine. It provides an extensive security model so that components can run in a
shielded environment, However, with the proper permissions, components can reuse and cooperate, unlike
other Java application environments. The OSGi Framework provides an extensive array of mechanisms to
make this cooperation possible and secure.

Introduction

Today, software development largely consists of adapting existing functionality to perform in a new environ-
ment. In the last 20 years, a large number of standard building blocks have become available and they are heavily
used in today's products; a prime example is the success of open software. However, the use of these libraries is not
without problems. Intcgrating many different libraries can be daunting because many libraries have become com-
plex and require their own libraries to function — even if that functionality is never needed for the product. This
trend requires monolithic software products to undergo a heavy testing cycle. Add unsynuhromzcd evolution of the
different libraries and it becomes clearcr why sofiware development is so costly today.

OSGi technology [I, 2} is the dynamic modulc system for Java. The OSGi Service Platform provides function-
ality to Java that makes Java the premier environment for software integration and thus for development. Java pro-
vides the portability that is required to support products on many different platforms. The OSGi technology pro-
vides the standardized primitives that allow applications to be constructed from smali, reusable and collaborative
components. These components can be composed into an application and deployed.

The purposc of this article is to describe such a new trend in software development as composing products from
relatively small and often unrelated modules and allowing them to communicate via provided services. OSGi speci-
fication fully covers this requirements thus providing a possibility to implement modular service-orientcd architec-
ture to be used in modern world of rapid and fail-safc software.

0OSGi Alliance

The OSGt Alliance [3] is an open standards organization founded in March 1999. Its mission is to create open
specifications for the network delivery of managed services to local networks and devices. The OSGi Service Plat-
form specification delivers an open, common architecture for service providers, developers, software vendors,
gateway operators and equipment vendors to develop, deploy and manage services in a coordinated fashion. It en-
ables an entircly new category of smart devices due to its flexible and managed deployment of services.
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The Alhance and its members have specified a Java-based service platform that can be remotely managed. The
core part of the specifications is a framework that defines an application life cycle management model, a service
registry, an Execution environment and Modules. Based on this framework, a large number of OSGi Layers, APIs,
and Services have been defined. Briefly, OSGi technology provides a service-oriented plug-in-based platform for
application development.

" ' . 0SGi Framework Overview

.

The Framework {orms the core of the OSGi Service Platform Specifications. It provides a general-purpose, se-
cure, and managed Java framework that supports the deployment of extensible and downloadable applications
known as bundles. Each bundle is a tightly-coupled, dynamically loadable collection of classes, jars, and configura-
tion files that explicitly declare their external dependencies (if any).

OSGi-compliant devices can download and install OSGi bundles, and remove them when they are no longer re-
quired. The Framework manages the installation and update of bundles in an OSGi environment in a dynamic and
scalable fashion. To achieve this, it manages the dependencies between bundies and services in detail. 1t provides the
bundle developer with the resources necessary to take advantage of Java’s platform independence and dynamic code-
loading capability in order to easily develop services for small-memory devices that can be deployed on a large scale.

The OSGi Framework implements a complete and dynamic component model, something that is missing in
standalone Java/VM environments. Applications or components {(coming in the form of bundles for deployment)
can be remotely installed, started, stopped, updated and uninstalled without requiring a reboot; management of Java
packages/classes is specified in great detail. Life cycle management is done via APIs which allow for remote
downloading of management policies. The service registry allows bundles to detect the addition of new services, or
the removal of services, and adapt accordingly.
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The framework is conceptually divided into the following areas (Figure 1):

»  Bundles - Bundles are normal jar components with extra manifest headers.

= Services — The services layer connects bundles in a dynamic way by offering a publish-find-bind model for
plain old Java objects (POJOs). Also it contains the API for management services (ServiceRegistration,
ServiceTracker and ServiceReference).

» Life-Cycle — The API for life cycle management (install, start, stop, update, and uninstall bundles).

®* Modules — The layer that defines encapsulation and declaration of dependencies (how a bundle can import
and export code).

»  Security — The layer that handles the security aspects by limit bundle functionality to pre-defined capabili-

ties. The Security Layer 1s based on Java 2 security [4] but adds a number of constraints and fills in some of

the blanks that standard Java leaves open. It defines a secure packaging format as well as the runtime inter-

action with the Java 2 security layer.

= Execution Environment — Defines what methods and classes are available in a specific platform. There is
‘ ro fixed list of execution environments, since it is subject to change as the Java Community Process creates
new versions and editions of Java,
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A consistent programming model helps bundie developers cope with scalability issues in many different dimen-
sions - critical because the Framework is intended to run on a variety of devices whose differing hardware charac-
teristics may affect many aspects of a service implementation. Consistent interfaces insure that the software com-
ponents can be mixed and matched and still result in stable systems.

e ' < Module Layer

The Module Layer defines a modularization model for Java. It addresses some of the shortcomings of Java's
deployment model. The modularization layer has strict rules for sharing Java packages between bundles or hiding
packages from other bundles. The standard Java platform provides only limited support for packaging, deploying,
and validating Java-based applications and components. Because of this, many Java-based projects, such as JBoss
and NetBeans, have resorted to creating custom module-oriented layers with specialized class loaders for packag-
ing, deploying, and validating applications and components. The OSGi Framework provides a generic and stan-
dardized solution for Java modularization.

The Framework defines a unit of modularization, called a bundle. A bundle is comprised of Java classes and
other resources, which together can provide functions to end users. Bundles can share Java packages among an ex-
porter bundle and an importer bundle in a well-defined way. In the OSGi Service Platform, bundles are the only
entities for deploying Java-based applications.

A bundle can carry descriptive information about itself in the manifest file that ts contained in its JAR file under
the name of META-INF/MANIFEST.MF. The Framework defines OSGi manifest hcaders such as Export-Package
and Bundle-Classpath, which bundle devclopers use to supply descriptive information about a bundle.
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Class Loading Architecture

Many bundles can share a single virtual machine (VM). Within this VM, bundles can hide packages and classes
from other bundles, as well as share packages with other bundles. The key mechanism to hide and share packages is
the Java class loader that loads classes from a sub-set of the bundle-space using well-defined rules. Each bundle has
a single class loader. That class loader forms a class loading delegation network with other bundles.

A class space (Figure 2) is then all classes reachable from a given bundle’s class loader. A class space must be
consistent, such that it ncver contains two classes with the same fully qualificd name (to prevent Class Cast Excep-
tions). However, separate class spaces in an OSGi Platform may contain classes with the same fully qualified name.
The modularization layer supports a model where multiple versions of the same ¢lass are loaded in the same VM.
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Figure 2. Class Space
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The Framework therefore has a number of responsibilities related to class loading. Before a bundle is used, it
must resolve the constraints that a set of bundles place on the sharing of packages. Then select the best possibilities
to create a wiring.

Resolving is the process where importers are wired to exporters. Resolving is a process of satisfying constraints.
This process must take place before any code from a bundle can be loaded or executed. A wire is an actual connec-
tion between an exporter and an importer, which are both bundles. A wire is associated with a number of con-
strainis that are defined by its importer’s and exporter’s manifest headers. A valid wire is a wire that has satisfied
all its constraints. The class structure of the wiring model is presented on Figure 3.

Life Cycle Layer

The Life Cycle Layer provides a life cycle API to bundles. This API provides a runtime model for bundles. It
defines how bundles are started and stopped as well as how bundles are installed, updated and uninstalled. Addi-
tionally, it provides a comprehensive event API to allow a management bundle to control the operations of the ser-
vice platform. The Life Cycle Layer requires the Module Layer but the Security Layer is optional.

[Bundle 1 _imports  #wire ) Constraint
1 constrained by * -

1 exports %

Package Instance

Figure 3. Class structure of wiring

A bundle represents a JAR file that is executed in an OSG1 Framework. The class loading aspects of this con-
cept were specified in the Module Layer. However, the Module Layer does not define how a bundle is installed,
updated, and uninstalled. These life cycle operations are defined here. The installation of a bundle can only be per-
formed by another bundle or through implementation specific means (for example as a command line parameter of
the Framework implementation).

A Bundle is started through its Bundle Activator. This interface has a start and stop method that is used by the
bundle programmer to register itself as listener and start any necessary threads. The stop method must clean up and
stop any running threads. Upon the activation of a bundle, it receives a Bundle Context.

For each bundle installed in the OSGi Service Platform, there is an associated Bundle object. The Bundle object
for a bundle can be used to manage the bundle’s life cycle. This is usually done with a Management Agent, which
1s also a Bundle.

A bundle is identified by a number of names that vary in their scope:

»  Bundle identifier — A long that is a Framework assigned unique identifier for the full lifetime of a bundle,
even if it is updated or the Framework is restarted. Its purpose is to distinguish bundles in a Framework.
Bundle identifiers are assigned in ascending order to bundles when they are installed.

= Bundle location — A name assigned by the management agent (Operator) to a bundle during the installation.
This string is normally interpreted as a URL [5, 6] to the JAR file but this is not mandatory. Within a par-
ticular Framework, a location must be unique. A location string uniquely tdentifies a bundle and must not
change when a bundle is updated.

* Bundle Symbolic Name — A name assigned by the developer. The combination of Bundle Version and
Bundle Symbolic Name is a globally unique identifier for a bundle.

A bundle can be in one of the following states (Figure 4):

»  INSTALLED - The bundle has been successfully installed.
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Figure 4. Bundie States
oo .

« RESOLVED - All Java classcs that thc bundle needs are available. This state mdlcates that thc bundle is ei-

ther ready to be started or has stopped.

o STARTING - The bundle is being started, the BundleActivator’s start method will be called, and this

method has not yet returned.

» ACTIVE - The bundle has been successfully activated and is running; its Bundle Activator start method has

been called and returnced.

» STOPPING - The bundle is being stopped. The BundleActlvator 8 stop. method has been calied but the stop

method has not yet returned.

*» UNINSTALLED - The bundle has been uninstalled. it cannot move into another state.

When a bundle is installed, it is stored in the persistent storage of the Framework and remains there until it is
explicitly uninstalled. Whether a bundle has been started or stopped must be recorded in the persistent storage of
the Framework. A bundle that has been persistently recorded as started must be started whenever the Framework
starts until the bundle is explicitly stopped.

In addition to normal bundies, the Framework itself is represented as a bundle. The bundle representing the
Framework 1s referred to as the system bundle. Through the system bundie, the Framework may register services
that can be used by other bundles.
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Service Layer - , , i

The Service Layer provides a dynamic, concise and consistent programming model for Java bundle developers,
simplifying the development and deployment of service bundles by de-coupling the service’s specification (Java
mterface) from its implementations. This model aliows bundle developers to bind to services only using their inter-
face specifications. The selection of a specific implementation, optimized for a specific need or from a specific
vendor, can thus be deferred to run-time through the service registry. Bundles register new services, receive notifi-
cattons about the state of services, or look up existing scrvices to adapt to the current capabilities of the device. This
aspect of the Framework makes an installed bundle extensible after deployment: new bundles can be installed for
added featurcs or existing bundles can be modified and updated without requiring the system to be restarted.

The OSGi Service Layer defines a dynamic collaborative model that is highly integrated with the Life Cycle
Layer. The service modc! is a publish, find and bind model. A service is a normal Java object that 1s registered un-
der onc or more Java interfaces with the service registry. Bundles can registcr services, search for them, or receive
notifications when their registration state changes.

In the OSGi Service Platform, bundles are built around a set of cooperating services available from a shared
service registry. Such an OSGi service is defined semantically by its service interface and implemented as a service
object. The service mterface should be specified with as few implementation details as possible. OSGi has specified
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many service interfaces for common needs and will specify more in the future. The service object i1s owned by, and
runs within, a bundie. This bundle must register the service object with the Framework service registry so that the
service’s functionality is available to other bundles under control of the Framework.

Dependencies between the bundle owning the service and the bundles using it are managed by the Framework.
For example, when a bundle is stopped, all the services registered with the Framework by that bundle must be
automatically unregistered. The Framework maps services to their underlying service objects, and provides a simple
but powerful query mechanism that enables a bundle to request the services it needs. The Framework also provides
an event mechanism so that bundles can receive events of services that are registered, modified, or unregistered.

A service interface is the specification of the service’s public methods. In practice, a bundle developer creates a
service object by implementing its service interface and registers the service with the Framework service registry.
Once a bundle has registered a service object under an interface name, the associated service can be acquired by
bundles under that interface name, and its methods can be accessed by way of its service interface. The Frammework
also supports registering service objects under a class name, so references to service interface in this specification
can be interpreted to be an interface or class. When requesting a service object from the Framework, a bundle can
specify the name of the service interface that the requested service object must implement. In the request, the bun-
dle may also specify a filter string to narrow the search,

Summary

The OSGi specifications are so widely applicable because the platform is a small layer that allows multipie Java
based components to efficiently cooperate in a single Java Virtual Machine. It provides an extensive security model
so that components can run in a shielded environment. However, with the proper permissions, components can re-
use and cooperate, unlike other Java application environments. The OSGi Framework provides an extensive array
of mechanisms to make this cooperation possible and secure.

OSGi technology adopters benetit from improved time-to-market and reduced development costs because OSGi
technology provides for the integration of pre-built and pre-tested component subsystems. The technology also re-
duces maintenance costs and enables unique new aftermarket opportunities because components can be dynami-
cally deltvered to devices in the tield. -

The presence of OSGi technology-based middleware in many different industries creates a large software mar-
ket for OSGi software components. The rigid definition of the OSGi Service Platform enables compouents that can
run on a variety of devices, from very small to very big. Adoption of the OSGi specifications can therefore reduce
software development costs as well as provide new business opportunities.
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